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Both Visibly Pushdown Automata (VPAs) and bottom-Up Tree Automata (TA) have been used to represent XML specifications. In this short note, I would like to point out some facts about VPAs and TAs as they pertain to XML.

1. Representing extended DTDs (EDTDs [8]), using VPAs or TAs is theoretically the same. Both VPAs and TAs fully capture EDTDs (see [2, 6]), and furthermore the complexity of important decision problems (such as inclusion) for both VPAs and TAs is the same.

2. A reason for possibly preferring VPAs over TAs for XML is that VPAs are often more natural and exponentially more succinct than TAs when it comes to “semi-formally” specify documents using pattern-based conditions on the global linear order of XML. Fleshing out the example of Alur in PODS 07 [1], to express that we want properly nested XML documents which contain elements $a_1, \ldots, a_n$ (in this order) we can specify the word language

$$L(\Sigma^*\langle a_1 \rangle \Sigma^* \langle /a_1 \rangle \Sigma^* \ldots \Sigma^* \langle a_n \rangle \Sigma^* \langle /a_n \rangle \Sigma^*) \cap PN,$$

where $PN$ is the language of all properly nested words on $\Sigma$. This specification compiles into a deterministic VPA of linear size, but standard deterministic bottom-up tree automata for this specification must be of size exponential in $n$. Since for deciding inclusion and equivalence of specifications, we need deterministic automata, these problems can be (often) decided by using VPAs in exponentially better time than by using TAs. We made use of this property in [10] to come up with a method for integrating XML data-sources (represented by VPAs).

It seems that approaches as the above for specifying wanted documents are not uncommon or contrived examples in favor of VPAs. Rather, they seem to be practical and popular among users accustomed with regular expressions, (cf. Friedl, Mastering Regular Expressions. O’Reilly, 2006. and .NET platform of Microsoft).

3. VPAs allow for a natural extension of word deletions and insertions in the spirit of Lila Kari’s thesis for regular languages [5] (see also [3, 4]). This is very useful in modeling XML schema evolution and performing data exchange (cf. [9, 11, 12]).
4. TAs, on the other hand, are quite nice when it comes to partially rewriting a regular tree language given a view language [7]. The bottom line is that, depending on the case, sometimes VPAs come in handy and some other times, TAs do a better job. Both of them are important tools in the repertoire of tools for reasoning on XML and other forms of tree-structured data.
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